Abstract

This paper describes the Karta-CASA project, an attempt to design an agent frame-
work that provides a flexible, extensible and easy-to-use base for constructing various
single-user and distributed groupware visualization and concept mapping applications.
The structure and the development process behind Karta-CASA are detailed, and sev-
eral novel aspects of the system are described. Details of several applications based on
the framework are provided. Further, this paper suggests several research directions
for extending the Karta-CASA system into areas that have not yet been explored by
other agent visualization systems.
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1 Introduction

There exist many methods of visually presenting and manipulating information.
Concept mapping, defined by Kremer [11] as “an intuitive visual knowledge rep-
resentation technique,” is a general method applicable to visualizing a wide
variety of information sources. Multi-agent systems (MAS) [9] can be used to
construct both single-user and distributed groupware [4] applications. The syn-
thesis of these two ideas is the concept behind the Karta-CASA framework. The
Karta-CASA framework project is an attempt to create a flexible, easy-to-use
base for constructing either single-user or distributed groupware concept map-
ping, visualization, and graph drawing applications that can potentially exploit
the unique capabilities of multi-agent systems. The Karta-CASA framework
is based on the CASA (Cooperative Agent System Architecture) agent archi-
tecture, described in [13], and the Karta concept mapping tool, described in
Section 2.

2 The Karta Concept Mapping Tool

Karta is an extensible tool allowing users to create and manipulate concept
maps. Karta is written in Java, and is both a complete stand-alonc application
and a library that can be customized and embedded within any Java applica-
tion that requires concept mapping or graph drawing capabilities. Integration
with the embedding system is facilitated by both procedural interfaces and an
architecture based on a variation of the command design pattern [6]. The visual
appearance of a concept map is controlled by a novel system of hicrarchical
style (visual appearance property) “shects.” Karta includes a novel method for
dealing with edge congestion [3] based on the EdgeLens system [25].
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3 The Karta-CASA Framework

3.1 Introduction

The Karta-CASA project is an agent framework in CASA that embeds Karta
in order to provide a flexible, extensible and easy-to-use base for constructing
various single-user and groupware visualization and graph drawing applications.
A major design goal of Karta-CASA is to take advantage of the capabilities of
CASA specifically and multi-agent systems in general. Since in CASA inter-
agent communication takes place using messages in the KQML |5] or XML [1]
standards, it is possible for other agent frameworks or even non-agent networked
systems to use the Karta-CASA framework. Several applications with varied
scope and purpose have been constructed using the Karta-CASA [ramework,
details of which are provided in Section 4. Another goal of Karta-CASA was to
demonstrate that multi-agent systems in general, and CASA in particular, are a
suitable and even desirable platform for building groupware and distributed soft
real-time applications. The existing CASA facilities and inherent flexibility in
creating new agent types simplified the construction of the framework consider-
ably, particularly those parts of it dealing with networking and communications.

3.2 The Karta-CASA Architecture

The CASA architecture [13] is a fundamentally very flexible agent communi-
cations framework that does not impose or favor any particular application
architectural style. This made the question of how to structure the Karta-
CASA gsystem an open ended one. Several approaches were considered, and
from these, two were evaluated: a replicated or peer-to-peer system architec-
ture [15, 8, 17], and a client-scrver architecture. Upon further progress in the
design and exploration of the usage scenarios, it was found that a replicated
architecture would offer few benefits for the intended use of Karta-CASA over
a client-server approach while being more complicated to implement. In consid-
eration of this conclusion, the client-server architecture was chosen as the basis
for Karta-CASA.

The next step in the design involved choosing the particulars of the client-
server architecture implementation. This phase involved several iterations through-
out the design and implementation stages of the project. The final design
blueprint can be seen in Figure 1. Note that while the terminology used
and some of the aspects of the architecture resemble that of the Model-View-
Controller [18], there are important differences. In the Karta-CASA architec-
ture, the Supervisor agent acts as the user interface, embedding an instance of
Karta in its own address space. The Supervisor and its Karta instance com-
municate synchronously using their respective procedural interfaces. The role
of the Supervisor is to take any commands generated by the input to its Karta
instance and scnd them to the View agent to which it is subscribed to (more on
this below) for consideration. When a View agent receives a command from one
of its Supervisor subscribers, it determines whether that command may affect
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Fig. 1: A concept map of the Karta-CASA architecture.

the underlying model of the graph or not using the decision procedure of the
Command Filter interface. If the command could affect the Model, it is passed
on to the Model agent to which the View agent is subscribed to, and if not,
the command is added to a queue to be sent to all the subscribing Supervisor
agents. When a Supervisor agent receives a command from the View agent to
which it is subscribed, it executes that command unconditionally, which de-
pending on the command may produce a change to the graph on the screen.
The Model agent receives commands from View subscribers, and either rejects
them, or acts on them to affect the underlying model represented by the View
agents. When the underlying model changes, it sends a command notifying all
the View agent subscribers of the fact, which in turn send commands to all of
their Supervisor agent subscribers. In addition, the Model agent keeps a per-
sistent copy of the state of each View agent and a list of all the model changes
that have occurred since a particular View canceled its subscription, enabling
Karta-CASA application state to persist across work sessions.

Communication in Karta-CASA is accomplished by sending messages con-
taining Karta commands, and occurs bi-directionally between the Model-View
and View-Supervisor layers. Since one of the intended uses of Karta-CASA is
building groupware applications, sequence consistency [15] was selected as a ba-
sic requirement. This is accomplished by having a subscription model, where
several Supervisor agents may subscribe to a single View agent, and several
View agents may subscribe to a single Model agent, the "publisher" sending
sequentially numbered commands to its subscribers. The Model, View and es-
pecially the Supervisor agents lack any sophisticated reasoning facilities, mostly
responding to messages as they come in, so they can all be classified as reactive
agents [2, 26]. In hindsight, it is interesting to note how much similarity the
Karta-CASA architecturce also bears to Brooks’ idea of a layered agent architec-
ture [2]. Karta-CASA is made up of layers of asynchronously communicating
agents. Information is passed from the Supervisor up to the View and then
to the Model agent, each agent layer being able to subsume the role of lower-
level agents by modifying or suppressing their messages, and each successive
layer interpreting more of the lower layers’ information in its own higher-level
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context, the Supervisor agent sending raw graph commands, the View agent
filtering these to Model-relevant commands and the Model agent responding to
the information passed to it by the View by modifying the world or notifying
the view of changes in the world as appropriate.

It is important to note that the architecture presented here is itself a pattern.
From the beginning, the requirements focused on generality as a major goal of
Karta-CASA. The result is that the final architecture can be customized to
work with some parts omitted or expanded with additional functionality to
suit a variety of applications. This generality has been made use of in existing
Karta-CASA applications, details of which are provided below in Section 4.

3.3 Karta-CASA Implementation

The Karta-CASA system is implemented as three base classes and an inter-
face: the Supervisor, View and Model agent classes, cach of which extends the
basic agent class of CASA, and the Command Filter interface. Applications
based on Karta-CASA are built by inheriting from and extending the Super-
visor, View and Model base classes and implementing the application-specific
logic behind the Command Filter interface. Note that it is not necessary to im-
plement all three classes in all Karta-CASA applications. The Model agent may
be omitted for those applications that do not need to manipulate a shared un-
derlying model. For example this is the case in the Groupware Graph Drawing
and Ontology Editor applications, detailed below, where the Groupware Graph
Drawing application does not have an underlying model, and the model of the
Ontology Editor is not shared and its interface simple enough that integrating
the model manipulation capabilities right into the extended View agent is sim-
pler and more robust than constructing a separate Model agent. The authors
believe the capability to omit a component of the framework is just as impor-
tant as the features that framework provides, and the inherently loose coupling
enabled and encouraged by agent-based systems is a great benefit to providing
this capability.

4 Karta-CASA Applications

4.1 Groupware Concept Mapping

The Model, View and Supervisor base classes include all the functionality needed
to build a Karta-CASA application (see Figure 2). Somewhat unexpectedly,
this functionality was also enough to cnable a useful multi-user concept map-
ping [12] application, where scveral users could edit a single concept map at the
same time. This functionality was used as an early stage proof-of-concept of the
Karta-CASA design, lending invaluable input to the architecture revision pro-
cess, and was later dubbed the Groupware Concept Mapping application. The
Groupware Concept Mapping program itself compromises nothing more than
the base classes for View and Supervisor agents, that when instantiated cnable
several Supervisor agents to subscribe to a single View agent, the aggregate



4 Karta-CASA Applications 6

View Agent

F’Essthro ugh Filte

=

Supervisor Agent Karta Instance

Fig. 2: A concept map of the Groupware Concept Mapping application. As the
name suggests, the Passthrough Filter accepts all commands.

system acting as a groupware application for drawing concept maps, including
all of the functionality of stand-alone Karta.

4.2 MASExplorer

Early on in the Karta-CASA project, the idea of having an application to vi-
sualize a multi-agent system as a concept map became a goal of the project.
The initial idea of the system was to display agents and membership relation-
ships between them to visualize the structure and relationships of a MAS in a
straightforward way. In contrast to other work on MAS visualization [22, 20, 19]
no attempt is made to visualize the inner workings of individual agents or to
visualize the temporal changes in a MAS, which the authors thought could be
more simply visualized using the stepper interface that is part of the advanced
debugging facilities built into CASA. The resulting system, dubbed the MA-
SExplorer, can now be used to examine the structure and memberships of an
arbitrary MAS (see Figure 3). Although currently there is no provision for doing
so, MASExplorer can be adapted to visualize a task-specilic MAS with struc-
tures and graphics appropriate to that MAS model [24]. Other useful extensions
to MASExplorer are the visualization of social commitments and graphic ma-
nipulation of multi-agent systems. A more in-depth discussion is provided in
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Fig. 3: A typical MASExplorer session.

Section 5.

The architecture of MASExplorer can be seen in Figure 4. Only the Model
and View agents are extended with specific functionality for the MASExplorer
application - the base Supervisor agent class has enough capabilities to enable
it to act as an effective GUI for the application. The Model agent is responsible
for gathering all information about the MAS, passing it on to the subscribed
View agents to interpret and represent with View-specific options and graphics
to the subscribers of a View. The built-in groupware capabilities of the View
agent are leveraged to provide the option of having several users interact with
a specilic visualization simultaneously.

4.3 Ontology Editor

Each agent in the CASA architecture includes a performative type hierarchy
(subsumption lattice), used to reason about received messages (see [10]), from
here on referred to as an ontology. The ontology itself is structured as a directed
acyclic graph, the content of which is a representation of knowledge, making the
ontology a type of computational concept map [11] that can be conveniently vi-
sualized and graphically manipulated. The Ontology Editor application was
created to do precisely that. Upon receiving a request from the user to edit the
agent’s ontology, a View and Supervisor agents start up. The View agent con-
verts the ontology of the agent whose ontology is being edited into an internal
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Fig. 4: A concept map of the MASExplorer architecture.

representation suitable for manipulation, then constructs a graph from its inter-
nal representation, laid out according to a graph layout algorithm adapted from
Paulisch and Tichy [16] and Sugiyama [21], and then sends commands to the
Supervisor to draw that graph. See Figure 5 for an example of the final result.
The user can then proceed to view and manipulate the graph representation of
the ontology using intuitive menu commands.

An interesting aspect of the Ontology Editor is how the Karta-CASA archi-
tecture is employed (see Figure 6). Here, the View agent is run in the same
address space as the agent whose ontology is about to be edited, and commu-
nicates with that agent using the procedural interfaces defined by CASA. This
means that no additional code had to be added to any of the existing CASA
agents - only the separate GUI class had to be modified to add the Ontology
Editor as a menu option if the Ontology Editor classes were present, via reflec-
tion [7]. The Supervisor agent is then run as it normally would be, and all the
Supervisor-View agent interaction happens normally by sending messages. This
means that the Ontology Editor can be used to edit the ontologies of agents
on remote machines provided that the View agent class has been loaded on the
remote JVM, regardless of whether those machines have GUT capabilities or not.
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Fig. 5: A typical Ontology Editor session.

By adding some rudimentary message handling code to the agents themselves,
it is possible to decouple the View agent from the agent whose ontology is being
edited entirely.

5 Future research directions

One of the aspects of the CASA system is that besides sending messages to cause
agents to perform actions, there also exist means for dircct agent manipulation
through a command-line language or a graphical interface. One of the concepts
for MASExplorer was the possibility to use it as another means of directly ma-
nipulating agents. A human user would be able to request services from a MAS
by finding an agent that offers those services, based on visual cues, and then
request those services from that agent via menu items or direct manipulation
such as dragging the representation of an agent from one place to another (for
example to direct an agent controlling a robot to go from one room to another).

Another proposed extension relating to the example given above is visual-
izing a MAS as the model it is supposed to represent. A CASA-based MAS
has certain intrinsic relationships between the agents, such as membership in
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Fig. 6: A concept map of the Ontology Editor architecture. Here, Agent refers
to the agent whosc ontology is being cdited.

cooperation domains [13], that the current version of MASExplorer is designed
to visualize. In addition to these properties, a MAS is frequently used to model
some external system, for example, a team of robots navigating a building.
MASExplorer can be extended to visualize this model. Using the above ex-
ample, a blueprint of the building can be imported and the agents controlling
the robots each placed in the part of the blueprint corresponding to the robot’s
physical location. The proposed extension can in principle be used to make a
2-dimensional visnalization of any kind of MAS model.

A third proposed extension to MASExplorer involves the visualization of so-
cial commitments [10]. This extension will be useful for both understanding the
workings and interactions and for the debugging of an arbitrary MAS. The basic
idea is to visualize an individual commitment as an arc pointing between the
debtor and the creditor of the commitment. More research and experimentation
will be required to visualize in a coherent way commitment-based conversations
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[10] between agents.

A practical extension that will enhance the usefulness of Karta-CASA for
constructing groupware applications is a framework for change awareness [23,
14]. The capabilities of the change-awareness framework should encompass the
range of currently known techniques, from identifying what parts of the concept
map are being edited by whom, to sophisticated revision control systems with
intelligent branching and merging features.

6 Conclusions

This paper has introduced the Karta-CASA project, an agent framework for
constructing various single-user and groupware visualization and graph drawing
applications. The structure and some of the thinking behind the development
process were detailed and justified, and scveral novel aspects of the system were
described. Several applications constructed using Karta-CASA were described,
with attention paid to how the framework is utilized. Further, this paper has
suggested several research directions for extending the Karta-CASA system into
areas that have not yet been explored by other MAS visnalization systems.
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